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Abstract. Collective Intelligence Systems (CIS), such as wikis and so-
cial networks, enable enhanced knowledge creation and sharing at orga-
nization and society levels. From our experience in R&D projects with
industry partners and in-house CIS development, we learned that these
platforms go through a complex evolution process. A particularly chal-
lenging aspect in this respect represents uncertainties that can appear
at any time in the life-cycle of such systems. A prominent way to deal
with uncertainties is adaptation, i.e., the ability to adjust or reconfigure
the system in order to mitigate the impact of the uncertainties. However,
there is currently a lack of consolidated design knowledge of CIS-specific
adaptation and methods for managing it. To support software architects,
we contribute an architecture viewpoint for continuous adaptation man-
agement in CIS, aligned with ISO/IEC/IEEE 42010. We evaluated the
viewpoint in a case study with a group of eight experienced engineers.
The results show that the viewpoint is well-structured, useful and appli-
cable, and that its model kinds cover well the scope to handle different
CIS-specific adaptation problems.

Keywords: Collective intelligence systems · Adaptation · Architecture
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1 Introduction

In the last decades, Collective Intelligence Systems (CIS), such as wikis, social
networks, and media-sharing platforms, enable enhanced knowledge creation and
sharing at organization and society levels alike. Today, CIS are widely adopted
and influence a large number of people in their daily lives. Established CIS
platforms have a longevity well over a decade and beyond. Consequently, CIS
represent a significant system domain to research from different perspectives.

A CIS is a complex socio-technical multi-agent system that realizes environment-
mediated coordination based on bio-inspired models in order to create a perpet-
ual cycle of knowledge and information aggregation and dissemination among its
agents (actors) [12, 18]. The system is heavily driven by its actors who continu-
ously contribute content to a network of information artifacts [15] (CI artifacts),
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which represents the coordinative substrate and is hosted by an adaptive sys-
tem layer that handles processing [17, 23] of aggregated content (monitoring,
analysis, and information filtering) and information dissemination (using rules,
triggers, and notifications). This feedback loop between the actor base and the
computational system is an essential feature of a CIS and must be carefully de-
signed and maintained and may not be underestimated.

From extensive experience in R&D projects with industry partners and in-
house CIS development, we learned that these platforms typically go through
a complex evolution process during which they mature, leading to a significant
increase of user base size and accumulated content. Thereby, a particular chal-
lenge for software architects represents the multiple inherent uncertainties which
continuously affect the system. In particular, when designing CIS the available
knowledge is not adequate to anticipate all potential changes due to dynamics
in the system context, such as changes of conditions, requirements, resources,
or the emergence of new requirements and factors to consider. One way to deal
with and mitigate the impact of uncertainties is to design systems that adapt or
can be adapted when the missing knowledge becomes available [10].

Recent efforts to support software architecture aspects of CIS comprise an
architecture pattern as foundation of CIS [13], a reference architecture [17], an
architecture framework [14], and an architecture description language [3]. A par-
ticular challenging aspect with regard to evolution represents adaptation of CIS,
which is a multi-dimensional problem that spans the full life-cycle of such plat-
forms. However, the aspect of adaptation has not yet been investigated from a
CIS architecture perspective. Traditional adaptation approaches that are appli-
cable to common software system concerns in CIS are not directly applicable
to CIS-domain-specific concerns. Examples include adaptation elements in the
information dissemination phase of the feedback loop, when in the CIS life-cycle
should adaptation activities be performed, or how to address uncertainties ef-
fecting the significant CIS perpetual cycle. Based on experiences from stakehold-
ers in industry and our own experiences with studying and developing CIS, we
identified a lack of consolidated design knowledge about the adaptation solution
space specific to these systems. Current practice in the CIS domain showed that
adaptation in CIS is added in an ad-hoc manner as a reaction to certain major
incidents, such as rapid decrease of user activities or spam information gener-
ated by bots. However, incorporating adaptation mechanisms in an ad-hoc way
may lead to unpredictable consequences on the system and unintended system
behavior. Furthermore, there is a lack of methods to support software architects
to address CIS-specific adaptation with reasonable effort and systematically de-
sign, describe and plan it.

To address these challenges, we study the what, when, and how of continu-
ous adaptation management in the CIS domain. Our goal is to provide software
architects with CIS-specific adaptation decision-making and management ca-
pabilities during the evolution of a CIS software architecture. To achieve this
goal, we applied an empirically grounded research approach. We started with a
survey of existing CIS to identify if adaptation is a relevant concern and what
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kind of adaptation is handled in practice. In addition, we reviewed literature
regarding research work on adaptation-related concerns and specifics with focus
on CIS. Next, we conducted a series of in-depth interviews with companies that
have successfully built and operate CIS in order to identify their problems and
challenges and to collect best practices on adaptation management in CIS. The
collected data provided input for the identification of relevant stakeholders, their
concerns during architecture design and requirements for architectural models to
address these CIS-specific concerns. Based on the consolidated data and synthe-
sized knowledge, we developed a novel architecture viewpoint, which provides an
adaptation-specific view on CIS architectures and is implementation agnostic.
The Continuous Adaptation Management Viewpoint (CIS-ADAPT) comprises
four model kinds and aims at supporting software architects across the CIS
life-cycle with a particular focus on the adaptation areas of modeling, scoping,
binding time, and evolution of CIS. To evaluate the viewpoint’s applicability and
usefulness, we conducted a case study with eight experienced engineers.

The remainder of this paper is structured as follows: Section 2 summarizes
related work. Section 3 describes the research question and methodology we fol-
lowed. Section 4 presents the proposed architecture viewpoint with its model
kinds. Section 5 describes a case study we used to evaluate the viewpoint’s ap-
plicability and usefulness. Finally, Section 7 concludes and suggests future work.

2 Related Work

To the best of our knowledge, CIS-specific adaptation has not been the focus of
previous research work. Hence, we discuss a selection of representative work on
architecture-based adaptation and related architecture approaches in general.

Architecture-based adaptation [16, 9] is an established approach to engineer
adaptive systems that focuses on the central role of software architecture in
such systems through abstraction and separation of concerns. Two fundamental
concerns of adaptive systems are domain concerns that are handled by the man-
aged subsystem (that realizes the system functionality) and adaptation concerns
that are handled by the managing subsystem (i.e., quality concerns about the
managed subsystem) [25]. A key approach to realize the managing subsystem is
by means of a so called MAPE feedback loop (Monitor-Analyze-Plan-Execute)
[8]. One well-known architecture-based self-adaptive framework is Rainbow [5].
This approach uses an abstract architectural model to monitor software sys-
tem run time specifications, evaluates the model for constraint violations, and
if required, performs global and module-level adaptations. The reference model
FORMS [26] (FOrmal Reference Model for Self-adaptation) provides a vocabu-
lary for describing and reasoning about the key architectural characteristics of
distributed self-adaptive systems and their concerns.

To support reuse of known solutions, [27] consolidated a number of design
approaches for decentralized control in self-adaptive systems in form of MAPE
patterns. The authors discussed drivers for the design of self-adaptive systems
when choosing one of these MAPE patterns (e.g., optimization, scalability, ro-
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Fig. 1. Applied multi-phase research method

bustness). [19] presented twelve adaptation-oriented design patterns that are
collected from literature and open sources projects. These patterns are clustered
around monitoring, decision-making, or reconfiguration. The patterns are at the
level of software design in contrast to our architecture-centric perspective that
we adopt in this work.

One architecture viewpoint related to our work is the variability viewpoint
presented in [4]. However, the focus of that viewpoint was on enterprise software
systems and variability in general. Furthermore, [24] presented an approach to
augment an architecture viewpoint with a particular variability viewpoint. Al-
though both viewpoints follow ISO/IEC/IEEE42010 [7], they focus on variability
concerns but do not consider binding times and system domain specifics.

In conclusion, the proliferation of domain-specific adaptation approaches con-
tinues, since the high degree of domain knowledge and complexity widens the
gap between general purpose adaptation approaches and the required additional
efforts of practitioners to make these approaches work and sustainably manage
in specific application domain like CIS.

3 Research Methodology

The main objective of this research is to improve the architectural understand-
ing of CIS and in particular to consolidate design knowledge on adaptation in
CIS in order to support software architects to handle it. Based on experiences
of stakeholders in the field that built and operate CIS and our own experiences
with studying and developing CIS, we identified the following research question:
What are architectural principles to handle CIS-specific adaptation along its life-
cycle and how can we codify these principles in a systematic way to make them
useful and applicable for software architects?

To answer this research question, we applied an empirically grounded re-
search method, shown in Fig. 1. We performed a survey of existing CIS and a
series of semi-structured interviews with software architects and senior software
engineers of different CIS companies. In the next step the analyzed results and
derived knowledge were consolidated in form of an architecture viewpoint for
continuous adaptation management in CIS following the ISO/IEC/IEEE 42010
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Table 1. Identified adaptation types with examples of elements and their option space

Adaptation Type Adaptation Element Examples Element Adaptation Option Examples
Role & privilege Editor, administrator, moderator
Application client Desktop, web, app, messenger
Artifact attribute Category, review, votes, tags, comments, actor views
Interaction rule Adding, commenting, up-voting, tagging

Monitoring mechanism Hot topics monitoring, abnormal behavior monitoring
Information filtering mechanism Recommender system, artifact changes, actor activities

Trigger mechanism Email, app message, on-site notification
Dissemination rule  Monthly digest, daily report, weekly recommendations

Dissemination

Actor

Aggregation

Processing

standard [7]. Finally, we evaluated the usefulness and applicability of the pro-
posed viewpoint by conducting a case study with experienced engineers who
used the viewpoint to perform adaptation-specific design tasks in CIS key el-
ements. More details, generated material and results of the research activities
are available online [11]. In the remainder of this section, we briefly summarize
the survey and interviews. The viewpoint and its evaluation are presented in the
following sections.

CIS Survey. To investigate different types of CIS-specific adaptation that
address key elements and processes in various CIS application contexts, we con-
ducted a system survey based on a defined protocol describing the search strat-
egy, selection and system quality assessment criteria, data extraction process,
and data analysis methods. In total, we identified around 100 different CIS based
on searches from different sources, such as the web-traffic rankings from Alexa3,
Wikipedia, digital libraries of scientific work, and domain experts from research
and industry. We selected 30 CIS based on the quality of the available material
to assess the system, including design documentation, user guide, and API spec-
ification. We collected data by exploring interaction workflows from an end-user
perspective and reviewing available system design and documentation material.
Based on subsequent analysis of the collected data and material, we derived
initial information about characteristic adaptation points in CIS key elements
and processes. Table 1 summarizes the main outcome of the survey in terms of
adaptation types in CIS and their refinements.

Expert Interviews. Based on the survey results, we conducted interviews
with 10 technical stakeholders covering a variety of roles in CIS engineering,
e.g., CTO, software architect, senior engineer, and product manager. The par-
ticipants come from different Austrian and US companies and organizations that
operate a CIS platform in various application domains including medical, soci-
etal networking, employer/platform review & rating, and video/music sharing.
The participants had 2-10 years experience with CIS engineering and operation.
The goal of the interviews was to obtain additional data about stakeholders and
adaptation concerns, rationales for adaptation design, and life-cycle aspects. The
main selection criteria for participants was their experience in the CIS domain.
By applying the guidelines by Hove and Anda [6] and Seaman [22], we designed

3 http://www.alexa.com/topsites/global (last visited at 02/25/2019)
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semi-structured interviews with a combination of specific and open-ended ques-
tions (e.g., What are the features of your system that have changed over time?
What was your intention of these changes?). We asked them about the differ-
ent phases they have gone through since the beginning of their software plat-
form and challenges and difficulties they faced during design and engineering
activities. The last part dealt with their experiences with respect to platform
evolution and CIS-specific adaptation, adaptation management challenges and
practices as well as the decision-making process. Each interview took about 50
minutes and was recorded for analysis. For data analysis, we applied coding [21]
and grounded theory [2] to transform, structure, and analyze the interview tran-
scripts. The findings of the interviews confirmed and complemented the previous
results from the survey and revealed how designing and planning CIS-specific
adaptation over the system’s life-cycle was managed.

One particular insight is that in later stages changes to adaptation are han-
dled less often than in the beginning and only in a conservative way in order to
prevent negative effects on the system’s behavior and success. So it is essential
to consider the right timing for a CIS’s evolution and when to introduce new
adaptation elements and options. Changes in CIS-specific elements can have a
significant impact on the behavior of the system and consequently on the be-
havior of the actors.

4 Continuous Adaptation Management Viewpoint

From the data collection and analysis discussed in the previous section, we de-
fined the architecture viewpoint for continuous adaptation management in collec-
tive intelligence systems (CIS-ADAPT) which unifies CIS-specific aspects with
established adaptation approaches. The viewpoint frames the essential concerns
of stakeholders with an interest in handling CIS-specific adaptation across the
system’s life cycle, starting from its inception and during its operation. The
viewpoint defines a set of four model kinds for identifying, designing and real-
izing adaptation in CIS key elements. It is important to note that the focus of
this viewpoint is on CIS-specific adaptation and its impact on the system archi-
tecture. As such, architects may use additional architectural approaches, such as
additional viewpoints or patterns, to deal with adaptation in traditional software
system elements and other stakeholder concerns. The architecture viewpoint is
structured using the template of the ISO/IEC/IEEE 42010 standard [7].

Table 2 shows an overview of the identified stakeholders and their adaptation
concerns addressed by this viewpoint. This viewpoint particularly focuses on the
technicalities of adaptation management in CIS, which are no direct concerns
of system users, who contribute continuously to it. Thus the users are no stake-
holders in terms of this viewpoint, but they are certainly affected by the design
decisions made by applying this viewpoint.

The viewpoint comprises four model kinds presented in Tables 3 and 4: adap-
tation types, adaptation definition, adaptation in time and adaptation workflow.
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Table 2. Continuous Adaptation Management Viewpoint for CIS - Overview

Overview: The architecture viewpoint deals with the main stakeholder concerns re-
lated to the continuous management of CIS-specific adaptation and defines models
for the identification, design and realization of adaptation elements and their space
of possible options across the system’s life-cycle. The models show the relevant archi-
tectural information that is essential to guide a successful preparation for anticipated
changes in the system’s environment or requirements.

Stakeholders:
Architect(s) who design and describe the CIS architecture and identify the common-
alities and the adaptation space in the system.
Owner(s) who define the CIS’s purpose and business goals and operate it to provide
the service to the users.
Manager(s) who are responsible for overseeing CIS operation.
Analyst(s) who assess the performance of a CIS in terms of quality criteria.

Concerns:
C1 - Adaptation Identification: How can adaptation be exploited to enhance the op-
eration of a CIS? What are possible adaptation elements in a CIS? What are the
implications of adaptation elements in the design of a CIS?
C2 - Adaptation Management: What options are available to resolve an adaptation
element? What are the effects of different options? What are dependencies between
different adaptation elements and options? When are adaptation elements resolved?
Who is responsible for handling the adaptation and selecting adaptation options?
C3 - Adaptation Evolution: When are adaptation activities be performed in the CIS
life-cycle? How does adaptation influence the CIS evolution?

Adaptation Types Model Kind. This model kind describes the subject
of adaptation, comprising four CIS-specific adaptation types along with adapta-
tion elements: (1) Actor, (2) Aggregation, (3) Processing, and (4) Dissemination,
e.g., an adaptation element of the type Actor is Incentive Mechanism. Concrete
options of this adaptation element can be: awarding badges, up-votes, and likes.
Concrete options for adaptation element Dissemination Rule of type Dissemina-
tion are artifact change reports, weekly digests, monthly personal recommenda-
tions. This model kind supports architects with defining what adaptation types
and adaptation elements are relevant to implement in the context of the specific
CIS-of-interest based on the concretely identified adaptation types.4

Adaptation Definition Model Kind. This model kind describes what
adaptation is. It defines the possible adaptation options of an adaptation ele-
ment, i.e., the adaptation space, each option representing a particular setting
of the element. An adaptation element and its adaptation options are subject
to constraints, i.e., they can exclude one another or may have dependencies,
e.g., only actors with editor role can activate an artifact protection mechanism.
A CIS element adaptation option can be optional or mandatory. Adaptation
is then defined as addressing uncertainties by selecting adaptation options for

4 Gray shaded boxes in model kinds represent links between multiple model kinds.
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Table 3. Continuous Adaptation Management Viewpoint for CIS - Model Kinds

Model Kinds:
MK1 - Adaptation Types (deals with concern C1): A model that describes where adap-
tation can likely be achieved in a CIS to address uncertainties by identifying potential
points of adaptation in CIS-specific system areas along with possible alternatives.
MK2 - Adaptation Definition (deals with concern C2): A model that clarifies what
adaptation is about in the CIS-of-interest and describes details about the adaptation
elements selected for adaptation, the associated element adaptation space of options
to address particular uncertainties, and what constraints are applied on their relations.
MK3 - Adaptation in Time (deals with concern C3): A model that describes when
adaptation activities are applied by responsible entities and how adaptation evolves
across the CIS’s life-cycle.
MK4 - Adaptation Workflow (deals with concern C2): A model that describes how
the adaptation elements are realized and resolved, and who is responsible for selecting
adaptation options and triggering the changes.
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elements according to the adaptation rationales (goals). For instance, a lack of
actor attention for specific artifacts observed during operation (uncertainty) may
be handled by activating an awareness trigger (adaptation option) to increase
contributions to these artifacts (rationale).
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Table 4. Continuous Adaptation Management Viewpoint for CIS - Model Kinds
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Analyses:
A1 - Adaptation Effect Analysis (using MK1 and MK2): Assesses the effects of different
adaptation option selections on the activities of the system and the actor base using
a set of scenarios.
A2 - Adaptation Option Conflict Analysis (using MK2, MK3 and MK4): Reviews the
relations and dependencies between adaptation elements and their spaces of options
that are simultaneously deployed and bound in different life-cycle stages.

Adaptation in Time Model Kind. Grounded on the life-cycle and time-
line model for self-adaptive software systems [1], this model describes when adap-
tation can be applied throughout a CIS’s life-cycle in five phases: (1) Exploration
phase, (2) Ramp-up phase, (3) Expansion phase, (4) Stabilization phase, and (5)
Decline phase. Besides the phases, we identified characteristic milestones that
a CIS can achieve and activity levels to reach. The exploration phase starts
with the inception of the design and building of a first version of the system-
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of-interest. Then the ramp-up phase is triggered by the kick-start milestone of
the official launch of the system-of-interest. During this phase the CIS can reach
another milestone when the number of active users and generated content sud-
denly takes-off. This take-off is triggered by reaching a certain level of criticality.
Then the expansion phase is triggered by reaching a certain level of acceleration.
The stabilization phase is then triggered by reaching a certain level of maturity.
Finally, the decline phase is triggered by reaching the “end-of-life” point.

Any responsible entity can perform adaptation activities, i.e., add, change, or
remove activities to an adaptation element (by adapting its adaptation options)
in different phases of the CIS’s life-cycle. For instance, the operator introduces a
monitoring mechanism aiming to identify irregular activities in expansion phase.
This activity can be affected by reaching a certain CIS milestone (e.g., take-off
milestone) or activity level (e.g., criticality level). If an option of an adaptation
element is not relevant anymore, a responsible entity can remove it, e.g., the
system may turn off a dissemination rule when user activity is increased over a
period of time.

Adaptation Workflow Model Kind. This model kind describes how CIS-
specific adaptations are realized. The adaptation workflow is realized by an
adaptation mechanism associated with a responsible entity which can be a de-
veloper, an operator, or the system. A developer can apply adaptations offline
(and deploy them on the running system), while an operator and the system can
apply adaptations online. An adaptation mechanism realizes a feedback loop.
The mechanism monitors uncertainties and checks whether the system complies
with its goals (rationales). If the system goals may be jeopardized, the adapta-
tion space of the adaptation elements is analyzed, i.e., the options available for
adaptation, to mitigate the uncertainties. Based on this analysis, the adaptation
mechanism selects adaptation options for adaptation elements. These options
are then executed in the system.

Adaptation Effect Analysis. This analysis uses a set of scenarios to as-
sess the effects of selecting different adaptation options on the behavior of the
system and the actor base. The analysis results help identifying improvements
of the adaptation elements and their adaptation options. The results can also
provide insights in the conditions when selected options may improve or degrade
the CIS behavior, e.g., in the form of increase/decrease of user activity. In the
exploration and ramp-up phases, adaptation effect analysis can be done using
simulation or via tool-assisted user testing. In later phases further approaches
like A/B testing and/or feature toggles can be added to enable automated, data-
driven processes for performance analysis, simulation and selection of adaptation
options. Fig. 2 shows the effects of adaptation for a CIS pilot that we developed
using a NetLogo analysis model. The graphs on the left show results when no
dissemination is used. The graphs on the right show results when a slow-cycled
global dissemination rule and a short-cycled actor-personalized dissemination
rule are activated. The results show that the contribution distribution (top) got
a steeper tail at the beginning with the dissemination rules activated, whereby
the actor activity (bottom) remained unchanged.
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Fig. 2. Analysis results: none (left) or two (right) dissemination rules activated

Adaptation Option Conflict Analysis. This analysis performs a review
of the relations and dependencies between adaptation elements, options, and
adaptation elements and options that are simultaneously deployed and bound in
the different stages of the CIS’s life-cycle. The analysis results help to identify
possible conflicts and inconsistencies between CIS adaptation elements/options
that need to be resolved. In early stage phases, conflict detection and resolution
can be performed manually by the architect by using the CIS-specific adaptation
definition and workflow models. In later stage phases automated tool-support,
such as feature-to-code traceability and consistency checking of the CIS adapta-
tion models, is necessary to make conflict identification and resolution viable.

5 Evaluation of the Viewpoint

To obtain qualitative evidence of the usefulness and applicability of the CIS-
ADAPT viewpoint, we performed an in-depth study with eight engineers with-
out any experience in CIS design and development. Participants had between 1
and 7 years of industrial experience in software engineering/software architecture
and are active in Austrian companies as project managers, software architects
and software developers in various domains. To obtain qualitative data from
different perspectives, criteria to select the participants include a mix of male
and female engineers as well as a broad range of industry experience to get also
insights into how less experienced engineers use the viewpoint.

We applied a case study design to plan our qualitative in-depth study and
followed the guidelines for case studies in software engineering provided by Rune-
son et al. [20]. The concrete objective of the case study is answering the following
questions: (1) To what extent does the viewpoint support correct handling of CIS-
specific adaptation problems? (2)How useful are the model kinds with regard to
managing CIS-specific adaptation?
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Here we summarize the case study design and the results. For a detailed
description and the evaluation material, we refer the interested reader to [11].

5.1 Case Study Design

In this case study the participants were instructed to apply the architecture
viewpoint in three adaptation-related design tasks addressing CIS key elements
of a given scenario. The case study was organized as a 6-hours session at TU
Wien. We provided all participants with the same material to perform each task,
including a general description of the CIS scenario, its domain and stakeholders,
a set of pre-defined architecture models related to the particular view on CIS
adaptation management which they had to extend or modify according to the
tasks, and the viewpoint description with its model kinds and analyses.

Before starting with the design tasks, participants were introduced to CIS in
general, software architecture concepts in the context of ISO/IEC/IEEE 42010,
and the CIS-ADAPT architecture viewpoint. The participants were also intro-
duced to the CIS scenario and questions were answered to avoid any misun-
derstanding of the assignment. After the first part, participants were asked to
complete a short survey to gather their background information, including their
education and experience with (CIS) software architecture design as well as
adaptation handling in architecture design.

While the participants performed the design tasks, we video recorded their
actions and progression to gather data how they used the viewpoint in the given
scenario. At the end of the study session, we collected the modified architecture
models and the participants were asked to complete a short survey to assess
the applicability, usefulness and understandability of the applied architecture
viewpoint and its model kinds. Finally, we conducted individual semi-structured
interviews of about 10 minutes each to collect data about the participant’s ex-
periences and challenges during the application of the viewpoint.

We analyzed in total 14 hours of video material as well as the design models
that the participants produced while accomplishing the given tasks to identify
how they applied the viewpoint and used its model kinds and model elements.
The survey results allowed us to better understand and reason about the use-
fulness and understandability of the viewpoint from an architect’s perspective.
Finally, the interviews provided us insights into the experiences and challenges
the participants had to face as well as feedback for improvement.

5.2 Case Study Results

Eight participants completed 3 tasks, each of which required to use the 4 models
of the viewpoint. In total each participant produced 12 models across all tasks,
resulting in 96 models in total across all tasks and participants.

In task 1, participants extended the space of each of two pre-defined adap-
tation elements with a new element adaptation option. In task 2, participants
modified an existing option from manual to automated application of the option
at run time. In task 3, participants defined and introduced a new adaptation
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Fig. 3. Overview of the results of 3 design tasks performed by 8 participants (G=Green:
correct solutions; Y=Yellow: partially correct; R=Red: incorrect)

element to the system and added two options to its space.
From the created 96 models, 61 (63.5%) were solved correctly, 29 (30.2%)

with some deviations, and only 6 (6.3%) models were incorrect. Fig. 3 shows
an overview of the model defects across all participants and tasks. Hence, in
the context of the design tasks, we can answer the first evaluation question (To
what extent does the viewpoint support correct handling of adaptation problems
in CIS? ) positively. Nevertheless, some of the participants commented on the
complexity of elements of the viewpoint, e.g., “For me, this [MK3] was the most
difficult model, because it has many aspects such as phases and milestones and
all interact. Also, this one is more formal. For understanding, you can exactly
see how level and phase and milestones are linked.” or “The workflow model
[MK4] was difficult, because it was not clear in the task description specifically
when the resolving should actually happen.” In the following, we elaborate on
the analysis of the usefulness of each model kind.

MK1. For the adaptation types model, 22 of 24 designs were performed with-
out defects, 2 with defects, and none incorrect. The usefulness of MK1 was scored
2.5/5 on average by the participants. Positive feedback includes “[...] the model
provides a good overview about the adaptation types [...]” and “[...] it was useful
to see the available choices that you have, also when it comes where to add new
options and elements [...]”. Some critical remarks were “[...] I personally would
map the types to my components so that they are not so generic like in the study
scenario [...]” and “[...] the model was not really necessary for me, because its
parts have been repeated already in model 2 [...]”. In conclusion, the usefulness of
MK1 for the tasks at hand is moderate, the opinions among participants differ.

MK2. For the adaptation definition model, 20 of 24 designs were performed
without defects, 3 with defects, and 1 incorrect. The usefulness of MK2 scored
4.1/5 on average by the participants. Some of the positive feedback of the partic-
ipants include “[...] with regards to utility, the definition model was definitely the



14 A. Musil et al.

best.” and “[...] the most helpful models for me have been models 2 and 3.” One
rather negative comment but showing its criticality was “The definition model
was the most challenging for me because it was so central and the following mod-
els depend on it. [...] you cannot do much meaningful with the later models if
you do not have the definition model straight.” In conclusion, MK2 was regarded
as a central model and indicated as highly useful in the tasks at hand.

MK3. For the adaptation in time model, 7 of 24 designs were performed
without defects, 15 with defects, and 2 incorrect. The usefulness of MK3 was
scored 2.4/5 on average by the participants. One of the positive comments was
“Model 3 and 4 have been pretty useful, in particular if you have to consider the
run time aspects. That was particularly useful.”. A critical comment was “The
model was tricky for me, because there is no definitive solution when there is the
ideal point in time - you know, too early or too late [...]”. In conclusion, MK3
was the worst performing model kind in terms of correct solutions. Regarding
utility the average score was moderate for the given tasks at hand. One recurring
comment was that the illustration of the CIS life-cycle that was used during the
introduction session would be a beneficial add-on for the viewpoint, e.g., one
participant commented “The life-cycle diagram would make using this model
easier. I redraw it from memory at the beginning so that I can better envision
the life-cycle, instead of just relying on the model kind.”

MK4. For the adaptation workflow model, 12 of 24 designs were performed
without defects, 9 with defects, and 3 incorrect. The usefulness of MK4 was
scored 4/5 on average by the participants. One of the positive comments was
“The workflow model helps to create a more flexible system and you see clearly
which risks are covered.” A critical comment was “It was not always clear when
it was run time and when it was development time. Also the dependencies be-
tween tasks were rather loose. I think sometimes you cannot sharply discriminate
clearly between user tasks and system tasks, as it is suggested in the model kind.”
In conclusion, MK4 has shown to be a very useful model for the tasks at hand.

6 Threats to Validity

We briefly discuss potential validity threats of this study and ways how they
were mitigated.

Internal Validity. By using well-defined data extraction forms in the CIS
survey and an interview guide, we attempted to conduct the study in a con-
sistent and objective way to reduce the risk to affect the validity of the data
provided by the study subjects. Especially during the interviews we needed to
be very careful when giving specific examples so that we do not influence the
given answers. For both data collection methods we performed a pilot study for
improvement, e.g., to identify questions/data items that are confusing or do not
provide enough informative quality. Also expert feedback was used to counter-
check the consistency and integrity of the data collection instruments.

To address potential threats of misinterpretation of the collected data, the
findings have been derived by two researchers and two additional experienced
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researchers cross-checked and validated the analysis results and conclusions. Fur-
thermore, during the interviews we regularly summarized the given information
and asked the participants to verify the correctness of the interpretation.

External Validity. The presented models are the result of an in-depth anal-
ysis of the gathered data but might be limited by the samples we investigated. To
increase the generalization of the results to a broader context and strengthen the
study results, we plan to conduct a CIS survey with a larger system sample and
do more expert interviews. For the evaluation of the viewpoint, we performed a
case study with eight participants. To enhance generalization of the results, this
qualitative inquiry should be extended with additional cases in other domains.

7 Conclusion

In this paper, we presented an architecture viewpoint for continuous adaptation
management in CIS, aligned with ISO/IEC/IEEE 42010. The viewpoint is in-
tended to address CIS-specific adaptation concerns and existing limitations. It
was designed to be compatible with other adaptation approaches so that our con-
tribution represents a useful addition to domain-specific adaptation approaches.
A qualitative evaluation with eight experienced engineers in a case study shows
that the viewpoint is well-structured and particularly useful to handle different
CIS-specific adaptation problems. In future work, we plan to refine the viewpoint
and extend its evaluation. Furthermore, we plan to further develop the analysis
part of the viewpoint and consider to develop tool support for it.
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